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ABSTRACT

For the past ten years object oriented software development is not strong enough to handle changing requirements
of the software. Component based software development deals with the different aspect that is use of components
for the development of software. A reusable piece of software that is independent of any application is known as
software component. Low cost, good quality and less time for the development software with others also are some
of the important advantages. Literature review of software metrics for component based system and the soft computing
models is done in this paper which are developed by number researchers. From the review we have concluded that
more research in the field of soft computing can be done and implementation on the real projects can also be done.

Keywords: Component-Based Software Engineering, Component Based System, Software Component, and Software
Metrics.

I. INTRODUCTION

Quality may be a product feature that meets the need of customers therefore provides the product satisfaction.
So there is a need to maintain quality of the project at the appropriate label. Quality models help to effectively
use the resources and also used in identifying program modules that are possibly to be defective [1].

For business success quality of software product is taken as an important element as the poor quality
can be the reason for loss of financial loss, mission failure, permanent injury or human life [2].

Varieties of tasks or activities are described for such processes there are various models which take
place during the process. This ISO/IEC 12207 aims at defining all the responsibilities that are necessary for
developing and sustaining in the software [3].

Soft Computing is the combination of approaches that are designed for modeling and facilitates solutions
for real world problems. Soft computing approaches such as Neural Network, Fuzzy Logic, Genetic
Algorithm, and Neuro Fuzzy [4] have been applied to predict quality characteristics of software developed
using module-oriented and object-oriented approaches. But less effort has been made in applying soft
computing techniques on software developed using Component-Based Development (CBD) approach.

Paper is organized into 5sections. Section 2Component based Software Engineering, Sections 3 Software
Metrics for Predicting Quality of Component Based Software Development, Section 4 Literature Review
and Section 5 conclusion and future work.

II. COMPONENT BASED SOFTWARE ENGINEERING

In OOA code of object in used again and again, hence developer develops the modules once and does not
require any change when the new object is added. In component based software engineering (CBSE), the
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existing component is reused number of times which reduces the effort of the software developer by
implementing the usefulness of the component whose testing is already done [5, 6].

Software that are developed by using CBSE are cheaper and simpler then the software that are developed
by using OOA. According to Ian [7], components are abstract in nature than object classes and can be
considered as a stand-alone service provider.

In Component-based software development system are built by using number of software components.
A component can be thought of as an independent module that provides information about what it does and
how to it can be used with the interface without knowing the inner functionality of the code [8].

Now days, components are much better than an objects. But they go beyond objects by better addressing
the requirement for replace-ability and by enabling the reuse the reuse of software parts that are larger-
grained and at higher levels of abstraction. To solve the problem of fine-grained components, it is integrated
and assembled which is a tedious task because the number of parts needed to construct a large application
is huge in number [8].

A software component is a self-contained, reusable of part of software which includes interface
surrounded by full specification which is independent from other software. An extra effort needs to be
given on the additional functionality of the software components beyond the current application’s
requirements, for making the software component more useful [9].

III. SOFTWARE METRICS FOR PREDICTING QUALITY OF COMPONENT BASED
SOFTWARE DEVELOPMENT

A set of characteristics and sub-characteristics are included in quality model in which the relationships
between them contributes for specifying quality needs and for prediction of quality for the software
components or the software system [10].

Software metrics objective can be defined in two parts: Firstly, the metrics are used for defining the
advancement schedule and make fundamental regulation in the development phase which helps in reducing
the classified risk. Secondly, the project metrics are joined for accessing the product quality and using these
metrics, wherever required, alterations can be embed in the methodology that can be used for software
quality enhancement process.

The four reasons for using metrics are for forecast, for distinguishing, for enhancing and for assessing
[11]. The main purpose of metrics is to provide measurement that can improve the software process. Various
methods are proposed by the researchers for the implementation of software metrics in the enhancement of
software and design process which needs through study of the metrics.

There are large number of software metrics for measuring number of aspects, like reusability,
maintainability complexity and others for traditional systems as well as for component-based systems.
Barry Boehm predicts needs of the resource for small to large projects that is known as Constructive Cost
Model [12]. According to Goodman [13], need of software metrics in every phase of software development
process, product development gives required information time to time to the management for enhancing
the processes and product quality. Sedigh-Ali et al. [14] defines the influence of the software metrics as
usages throughout the SDLC process for handling the quantitative decision and accessing the quality
assurance process for the financial anticipation.

Product and process metrics are the two broad categories of software metrics. Product metrics is collected
from the requirement specification to the field operation and are analyzed at any phase of software
development process. Product metrics comprises of size, documentation size, complexity etc. Characteristic’s
analysis and estimation is done through process metrics takes in the software development process [15].



Software Metrics and Soft Computing Models for Component based Software: A Review 9223

The prediction of entities is crucial in software metrics analysis and design for software development
planning [16]. The prediction is defined as an estimation of a particular entity [17]. Voas, [18] defines the
predictability as an evaluation and forecasting of a future event. Some of the important metrics which
needs prediction in software process are defects, quality, reliability, reusability, maintainability etc.

According to IEEE standard 982.2 [19]and Pfleeger and Lawrence [20], in any intermediate or final
software product defect is an abnormality which is generated from an error or fault. In user documentation
it is an erroneously test data set or incorrect data entry.

In few cases, a defect cannot be unprotected for a longer time. When an exacting code or logic of
software is executed where the defect exists, it may be revealed during the execution support of that particular
software module depending upon the particular situation, it can cause single or numerous failure at any
point of time [21].

As per Basili and Rombach [22], reuse of software modules or components does not include software
reuse but it includes use of the whole lot i.e. methodologies, knowledge, processes etc. Software reuse is a
systemic methodology in which association creates the accessible defined operating procedures for
generating, indicating, adjusting and quantifying to the facts of use in the software development process
[23]. Reusability is a quantification that defines that how much a component can be reused for reducing the
cost and schedule by taking into consideration the existing interfaces and code [24].

With no difficulty the degree to which software can be changed or enhanced is known as software
maintainability [19]. Reuse is the main aim of CBSD of the existing components in the software development
process for reducing the time and effort. It can be concluded that maintainability can be considered as one
of the most important feature of software quality in CBSD.

Figure 1: Methodology For Reviewing Paper
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Fig. 1 shows the process which we have used for reviewing the research papers which are included in
this paper and at last we have written this written this paper.

IV. LITERATURE REVIEW

For literature survey, we have considered research papers based on software quality characteristics of CBSD
from various reputed journals and conferences as discussed below.

There are number of quality models proposed till now. In McCall Model [25], the authors have suggested
software quality structure and classified the quality factors into three set, namely: product revision, product
transition and product operation. Second quality model has been proposed by Boehm and others [26],
which in addition to factors included in McCall Model authors have included hardware factors and others
such as generality, documentation, economy and many more. FURPS model [27] decomposes software
quality into two diverse segments of needs, namely: non- functional requirements such as reliability, usability,
etc. and functional requirements defined by giving the input and the expected output. Nagib and Callaos
[28] suggested quality cube model which describes the complete concept of software quality for the
development of software. Dromey [29] proposed a new model which includes characteristics such as:
process maturity and reusability. Author has classified the factors into four groups: descriptive, correctness,
internal, and contextual.

ISO 9126 is the proposed a quality standard by ISO which gives the general definition of software
quality, in relation to six main factors. ISO model is a general model and various researchers have used ISO
model by addition or removal of attributes/sub- attributes from this, which can be used for component
based systems.

Davis and Bansiya [30] proposed Quality Model for Object-Oriented Design (QMOOD), which is a
hierarchical quality model that is devoted to the estimation of object-oriented intended quality. Cai, et al.
[31], authors have also addressed quality assurance (QA) issues for CBSD. In this paper authors have
proposed a QA model which comprises of component development, component requirement analysis,
component customization, integration, system architecture design, testing & maintenance, and component
certification.

Alvaro, et al. [32] have recognized the harms of the selection of the component on the basis of integration,
formalization of the component catalogs and the vague quality of third-party developed software components,
which brought new challenges in the software engineering domain. The quality factors and correlated
software metrics for the quality prediction of the software component are discussed in the proposed
component quality model.

Pande, et al. [33] suggested advices for enhancing software quality in COTS (component off-the-shelf)
based products by designing software quality metrics which will be helpful in managing and enhancing
quality in CBSD and also estimated various quality models. Mathieu and Pierre [34] have communicated
the preface results of a methodical review was done by authors for determining the impact of Software
Process Improvements (SPI) on developers’ behaviors and on structural quality.

Alvaro, et al. [35] projected a software component quality structure for evaluating the software
components quality in a well-organized way. The conduct experimental study also planned, defined, analyzed,
interpreted and operated in order to estimate the feasibility of the process for software component evaluation.

McCabe [36] proposed a Cyclomatic Complexity (CC) metrics, which is pedestal on the connected and
number of nodes of the software components in a graph of a software program. Kafura and Henry [37] also
anticipated on the number of local information-flow while entering called as fan-in and while exiting
called fan-out by using complexity metrics for each procedure. For measuring the program and unit
complexity Halstead complexity metrics was used that can be directly implemented on the source code
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where main aim is to emphasis on the computational complexity [38]. Weyuker [39] for evaluation of
syntactic software complexity the author have anticipated a set of properties. Few standard complexity
measures are used for the evaluation adjacent to these properties.

Kumari and Bhasin [40] have discussed different features of complexity of CBS for proposing composite
complexity metrics. Interface and type among component, nesting level of control structures involved in
codes of software components, size of component are some of number of attributes of complexity.

Bertoa and Vallecillo [41] represented the assembly of software component metrics and identified that
the main quality characteristic usability for any software. Authors defined, usability metrics on the ISO
9126 quality model for component based software.

Bertoa, et al. [42] presented a set of foundational and unoriginal measures that can be used for estimating
usability for software components, and some indicators for classifying them according to IEEE categories.
Gill and Tomar [43] have identified testing and testability of the software components that are the most
important features for predicting reusability and quality for software components in CBSD. They have
introduced an innovative process for building testable component interfaces which are well-defined standard.

Lisa and Delugach [44] have discussed the conceptual graph in relation to dependency depiction.
Conceptual graphs(CG) are semantic network, logic based and formal representation. Abdellatie, et al. [45]
have mainly worked for bridging the differences among software component provider and software
component user specific to the domain of component information flow (CIF) prediction and multidimensional
methodologies for the estimation explanation.

Narasimha, et al. [46] discussed number of software metrics which are proposed by several researchers
which can be used for the evaluation by using number of large-scale freely available software systems.
Research work done by Zhan, et al. [47] focuses on the possible fundamental features of the software
quality. The fundamental features of the software quality are discussed in five aspects that is process
management, staff experience, project characteristics, code and document review, stakeholders or customer
involvement.

As the size and complexity of the software is increasing day by day, hence, there is the urgent requirement
of the software reuse. Reuse of anything which is related to the software project which includes knowledge
is known as software reuse [48]. The process in which an organization defines a set of methodical operating
measures for producing, classifying, retrieving, adapting and specifying software object for the need of
utilizing them in the development process can be defined as reusability [49]. Doing of less coding and more
integration of software components in the software development process, will reduce the development cost
[50].

Selby and Porter [51] studied number of projects from NASA in which the concept of software reuse is
used mostly and has less dependency on the other modules. Author found that high-quality documentation
was also one of the property important factor of reusability. Caldiera and Basili [52] proposed a model for
reusability which considers the three factors such as: usefulness of reusable components, quality of the
reusable components and cost of reuse.

Gill [53] has suggested some guidelines for high reusability for software components which are as
follows: performing cost-benefit analysis for reuse, selecting pilot projects for deployment of reuse, adoption
of standards for software components, identifying the reuse metrics and at last conducting reuse assessment.

Rotaru and Dobre [54] have proposed mathematical model and software metrics for estimating the
adaptability, compose-ability, flexibility and reusability of the software components. The authors have also
proposed software metric for the adaptability and complexity for solving the problem by using component
based use cases. Hristov, et al. [55] had identified that till now; no apparent structure for estimation of
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reusability for software and formalization of suitable software metrics are rarely found in literature. Authors
projected software reusability prediction model and software metrics but, empirical validation of the proposed
model and software metrics is not done by the authors.

Jatain and Gaur [56] developed fuzzy logic model for the prediction of software component reusability
for CBS systems. Authors have implemented the proposed model on the real time project for the validation.
Khairuddin and Elizabeth [57] proposed a maintainability model which includes the quality factors such
as: readability, level of validation and testing, modularity, complexity, programming language and traceability
are used for the prediction of software maintainability for software systems. Fioravanti and Nesi [58]
projected an additional model for adaptive maintenance. The effort of the proposed model for predicted on
the number of operations such as: addition, deletion of facts, understanding, modification or changes in the
code of other part of software.

Singh, et al. [59] proposed Artificial Neural Network model for the estimation of the software
maintainability of the software system. Authors have considered following factors like: documentation
quality, understandability of the software, average cyclomatic complexity and readability of source code
are the input factors for the estimation of the software maintainability. Authors have implemented back
propagation algorithm of Artificial Neural Network. Aggarwal, et al. [60] considered principal components
of eight object-oriented metrics which are taken as input for estimating the software maintenance of object-
oriented systems. Authors have used back propagation algorithm of Artificial Neural Network for training
the network. Shukla and Mishra [61] had trained the Artificial Neural Network by using fourteen factors of
cost drivers for their study and trained the network by taking into account different number of neurons and
hidden layers. Sharma, et al. [62, 63] added one sub-factor named trackability under Maintainability and
extended the ISO 9126 model. Authors have proposed a fuzzy logic based model for prediction of software
maintainability for the CBS.

Nerurkar, et al. [64], suggested a fuzzy logic based model for prediction of software reusability. Authors
have identified the factors which are affecting reusability of the software components and after
implementation on the real time applications the results found to be quite satisfactory. Sharma and Baliyan
[65] surveyed existing quality models like, Boehm quality model, ISO 9126 model and McCall quality
model, and have identified the quality factors which are affecting maintainability of the CBSS. Authors
have also included new sub factors of maintainability for the CBSS like reusability, scalability, taliorability
and trackability.

Singh, et al. [66] proposed a model for estimation of software reusability levels by using soft computing
approaches namely: Neuro-fuzzy, Artificial Neural Network and Fuzzy Logic. Authors have identified four
factors as interface complexity, documentation quality, changeability and understandability of software.
Authors have validated on the real time project.

Tahir and MacDonell [67] identified some of the critical issues related to the design, implementation
and selection of the software metrics for the prediction of the quality. Pande, et al. [68] have introduced the
pliability metric, that can be implemented on the component-based orientation and expand preceding metrics.

Mathur, et.al., [69]has compared different soft computing techniques and proposed a model for selection
of the component by evaluating the software maintainability of software component. Root mean square
error (RMSE) performance measure is used for validation

Kaur, et.al., [70] evaluated and compared the application of different soft computing techniques like
ANNs, FIS & ANFIS for developing a model for effort estimation of maintainability . Tagyi, et.al., [71] has
used ANNs & Fuzzy system for experimental study in software engineering. Yuan, et.al [72] has used fuzzy
subtractive clustering to making rules for an FIS and calculated number of faults in telecommunication
system by using proposed model.
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Sharma, et al [73] has proposed Fuzzy-Analytic Hierarchy Process (Fuzzy-AHP) model for estimation
of reusability of the software component and rank the components according to the reusability values.
Validation was done on six components.

V. CONCLUSION

Quality factors like maintainability, reusability, reliability, etc contributes to the large part of development
process of software whereas demand for software concentrated systems namely: application programs are
expected to increase.

Based on the literature review it is found that soft computing approaches such as artificial neural network,
genetic algorithm and fuzzy logic are widely used. These soft computing techniques have not been used
widely in predicting quality characteristics of CBSD. From literature review we can conclude that more use
of soft computing techniques like AHP, ANP, fuzzy-ANP, fuzzy-MOORA etc to design and evaluate the
quality characteristics / models of CBS.
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