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Abstract: A signifi cant amount of application and systems programming is carried out in C language. Popular 
languages like Python, Java, etc. also make use of C libraries. Code written in C is susceptible to many security 
vulnerabilities which can be used by an attacker to halt system operations or intrude in the system database. Hence, 
it is essential that all code in C is free of any vulnerable construct found in C libraries. In order to address this issue, 
we developed a tool which combines a standard GNU GCC compiler with a static analyser developed by us. The 
analyser uses an expandable repository of insecure coding constructs to check for their presence in any C code. The 
static analyser and the tool interface were both designed in C#. The analyser displays the insecure constructs along 
with their line numbers and also provides suggestions for replacing the well-known screened vulnerable constructs. 
Alongside these functions, a programmer can also compile C programs with the help of the integrated GCC compiler. 
Keywords: C programming, static analysis, secure coding, compiler optimization 

1. INTRODUCTION
C and C++ are widely used as programming languages for systems development due to their performance and 
effi ciency. Source code of security critical systems is heavily audited, tested and often verifi ed [1]. This is due to 
the fact that code written in C, due to the language’s age, is susceptible to various security vulnerabilities. These 
vulnerabilities can allow an attacker to wreak havoc in a system which was otherwise thought to be secure. 
Nowadays, even hardware companies are designing hardware with inbuilt security countermeasures. 

Cyber-attacks are becoming increasingly common place and with their rise, the security of all system 
programs and applications is at risk. According to a survey conducted in China, applications and software 
developed by newer (start-up) companies include more security vulnerabilities and as a result are targeted more 
frequently by attackers [2].

Usually, in a system of source code, compiler and hardware, the compiler acts as the weak link as a 
compiler does not add to the security of the code in any manner. Such concerns regarding compilers and 
compiler optimizations are fairly common as nearly 50 years of research has been carried out to prove the 
correctness of compilers[3,4,5,6].
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To fi nd the security vulnerabilities in developed code, two types of analysis can be carried out: – Static 
Analysis and Dynamic Analysis. Static analysis is carried out before the execution of the program while dynamic 
analysis is carried out during the execution of the program. It is worth noting that according to fi ndings, static 
analysis is more appropriate for fi nding security vulnerabilities [7].

In this paper, we discuss about the Optimizing Compilers in Section 2 and Security Vulnerabilities and the 
Need for Static Analysis in Section 3. After the proposed solution in section 4, summary and conclusions are 
given in Section 5.

2. OPTIMIZING COMPILERS
GCC provides various levels of optimization which can be controlled by the developer [8]. An optimizing 
compiler is a compiler that tries to minimize or maximize some attributes of a program. 

Usually compiler optimization is implemented using a sequence of optimizing transformations which are 
algorithms that take a program and transform it to produce a semantically equivalent output program that uses 
less system resources. The various protocols which are needed for transformations about source code and other 
representations are based on thelanguage standard. According to this bug report[9], GCC 3.2 only preserves 
the connotations of the C language as specified by the ISO 9899 standard. These standards do not specify 
the memory footprint, size of activation records, stack usage, time and power consumption. This results in a 
situation where even if the source code has been designed while keeping in mind the security of the code, an 
optimizing compiler may contribute to the loss of those defence mechanisms.

The correctness-security gap arises when a compiler optimization preserves the functionality but violates 
a security guarantee made by source code.Compiler optimizations and the correctness-security gap is discussed 
in great detail in [1].

Since most compilers are optimized, it is imperative that security vulnerabilities are detected and eliminated 
in a careful manner before compilation.

3. SECURITY VULNERABILITIES AND THE NEED FOR STATIC ANALYSIS
Security vulnerabilities are a result of software design and implementation practises which do not put an 
emphasis on protecting systems. Software vulnerabilities are being detected at the rate of over 4,000 per year[7].  

C and C++ programming languages have the following types of security vulnerabilities[10]:
1. Integer Errors

2. Code Injection attacks

3. Buffer overfl ows

4. Format String Vulnerabilities

5. Pointer Subterfuge

6. Dynamic Memory Management

7. Race Conditions

Even if the developer is aware of the presence of security vulnerabilities in a language, there always is a 
possibility of including these vulnerabilities in end user products unless the developer is completely focussed 
on security during all phases of development [11].

Also, presence of security vulnerabilities may cause failure of mission critical systems developed in C or 
C++. One simple software error or a coding mistake can cause the failure of expensive missions, as a NASA 
mission to Mars could cost at least 250 million USD) [16].
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According to a survey on security perspectives, insecure software can cause about sixty percent of higher 
business threat than secured software. Currently, it is not a compiler’s function to check for security vulnerabilities 
in C programs. Due to this, static analysers are needed which capture such security vulnerabilities before run-
time[12]. Furthermore, studies show that secure software can diverge widely based upon the user requirements, 
updated designs and their implementations [13,14,15].

The advantage of spending more time on analysing the software decreases the amount of time spent in 
testing. [16]

However, static analysers will never outperform a good manual audit of the code. This is due to the fact 
that there are too many variables in this analysis and it is quite impossible to include them all in a completely 
automated scan. Static Analysers can only detect vulnerabilities which are pre-programmed[17,18]. 

19 discusses the effectiveness of various types of static analysis approaches including the string and pattern 
matching approach.

4. PROPOSED SOLUTION
We have developed a tool which combines the standard GNU GCC compiler with a self-developed static 
analyser named “TraC++”. The complete software tool is named “Secure Compilation Tool”. 

The static analyser uses string and pattern matching approach to identify vulnerable constructs in a given 
C as well as C++ code. For this, it uses a modifi able repository of vulnerable constructs which is saved on disk 
and is accessible by the user of the tool. If vulnerable constructs are found, they are displayed in the output fi eld 
along with the line numbers on which these constructs are present. The analyser also suggests secure constructs 
which can be used to replace well known vulnerable functions. The tool ensures that the code is following 
secure coding standards. CERT (Computer Emergency Response Team) is involved in the development of 
coding standards for programming languages such as C, C++, Java, Pearl, etc. [20]

The analyser automatically ignores vulnerabilities present in the comment sections in order to remove 
false positives and generate more accurate results.

The analyser is integrated with the compiler with the help of a GUI developed in C#. Upon starting the 
tool, the user fi rst enters his login credentials for an added layer of security. After this step the user can check 
their code with the help of the analyser. 

The user then has the option of securing his code or leaving it as is because there can be certain scenarios 
where the vulnerable construct is desirable. The user can then click on thecompile button which will convert the 
C source code into object code and then into an executable fi le.

Figure 1: System Architecture of the tool
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5. SUMMARY AND CONCLUSIONS
In this paper, we discussed static analysis and the need for static analysisbefore compilation in order to make 
C programs more secure and effi cient. We also discussed the limitations of optimizing compilers and the 
correctness-security gap which arises. A tool which combines a static analyser as well as the GCC compiler 
was developed and is described here. Extensive testing was carried out with the tool to make sure the tool 
operates as per the requirements. In any given piece of C code, the Secure Compilation tool fi nds the vulnerable 
constructs which have already been identifi ed and are stored in the vulnerable construct repository. The tool is 
able to create executable fi les from source code using the GCC compiler in a Windows environment. With the 
help of this tool, more secure software can be delivered to users faster than before. The overall level of security 
in C programs will rise substantially with the increased usage of this tool. Furthermore, the process of systems 
development will be more effi cient and reliable. This tool can prevent a lot of insecure programs from entering 
the consumer space. We are looking forward to further research and development in this fi eld.
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